
         Python Modules  Concept          

What is a Python module? 

 A Python module is a file containing Python code, typically functions, classes, and 
variables, that can be imported and used in other Python scripts. 

 

How do you import a module in Python? 

 Modules can be imported using the import statement.  

For example: 
import module_name 

 
How many types of modules available in python? 
 In Python, modules can generally be classified into three main types based on 

where they come from and how they are used. 

 Built-in Modules: 

 These modules are built into the Python interpreter and are always available for 
use without the need for any additional installation. 

 Examples include modules like math, random, os, sys, datetime, json, re, etc. 

 

 User Defined Modules: 

 User-defined modules are modules that you create yourself.  
 Examples:  demo.py,  sample.py ,  addition.py ,  subtraction.py, etc 

 

 Third-Party Modules: 

 These modules are developed by third-party developers and are not part of the 
Python Predefined modules  and  Userdefined modules. 

 They extend Python's capabilities by providing additional functionalities for 
specific purposes. 

 Third-party modules are usually installed using package managers like pip. 

 Examples include modules like requests, numpy, pandas, matplotlib, django, 

flask, pymysql, pymongo, pillow, etc. 

 
NOTE: 

 Standard Library Modules: 

 These modules are part of the Python Standard Library, which comes with 
Python installation but may need to be imported explicitly. 

 They provide a wide range of functionalities for various tasks, such as working 
with files, networking, multiprocessing, etc. 

 Examples include modules like csv, logging,  urllib, sqlite3, xml, tkinter, etc. 

 

What is the difference between import module and from module import *? 

 import module imports the entire module, and to access its contents, you need to 

use dot notation (module_name.item_name).  



 from module import * imports all items from the module into the current 

namespace, allowing you to use them directly without the need for dot notation.  
 However, it's generally discouraged due to potential namespace pollution. 
 

How do you alias a module during import? 

 You can alias a module using the  as  keyword.  

 For example:  import module_name  as  alias_name 
 
Can you import multiple modules into a Python script at once? 
 Yes, you can import multiple modules into a Python script by using multiple import 

statements.  
 For example, you can write import module1, module2, module3 to import three 

modules at once. 
 
Can we rename a module when you import it into a Python script? 

 Yes, you can rename a module when you import it into a Python script by using the 
as the keyword.  

 For example, you can write import module1 as m1 to import the module1 module 
under the name m1. 

 
Can we only import specific functions or classes from a module in Python? 

 Yes, you can import specific functions or classes from a module in Python by using 
the from keyword.  

 For example, you can write from module1 import function1 to import the function1 
function from the module1 module. 

 
What happens if two modules have a function or class with the same name? 

 If two modules have a function or class with the same name, you need to qualify the 

names of the functions or classes from each module to avoid ambiguity.  

 For example, if both module1 and module2 have a function named function1, you 

would write module1.function1() and module2.function1() to call the functions from 

each module, respectively. 

 
Can you import a module that is in a different directory in Python? 
 Yes, you can import a module that is in a different directory in Python by adding the 

directory to the sys.path list.  
 This will make Python look in the specified directory for modules when you run an 

import statement. 
 
Can you import a module from the Internet in Python? 

 Yes, you can import a module from the Internet in Python by using a package 
manager, such as pip, to install the package that contains the module.  



 Once the package is installed, you can import the module in your script just like any 
other module. 

Explain the concept of a Python package. 

 A Python package is a directory that contains one or more Python modules and an 
__init__.py file.  

 This file can be empty, but it indicates that the directory should be considered a 
Python package, allowing it to be imported using the same syntax as modules. 

 

What is the purpose of the __init__.py  file in a Python package? 

 The __init__.py file serves two main purposes: it indicates that the directory should 

be treated as a Python package, and it can contain initialization code that will be 
executed when the package is imported. 

 

How can you make Python treat a directory as containing packages without an 

__init__.py file? 
 Starting from Python 3.3, you can treat a directory as containing packages even 

without an __init__.py file by including a special file called __init__.py in the parent 

directory of the package. 

 

Explain the concept of relative imports in Python. 

 Relative imports in Python allow you to import modules or packages relative to the 
current module's position in the package hierarchy, rather than using absolute 
import paths. 

 

What is the purpose of the if __name__ == "__main__": statement in Python? 

 This statement is used to check if the Python script is being run directly or if it is 
being imported as a module into another script.  

 Code within this block will only be executed if the script is run directly. 

 

Can you give an example of a built-in Python module? 

 Yes, examples of built-in Python modules include math, random, datetime, os, 

sys, json, etc. 

 
 

 
 


